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Abstract. In the present paper, a comparison between the simulation performance of a highly nonlinear model in MATLAB/Simulink and a compiled language has been drawn. A complete powertrain layout was formed in Simulink and the same model was developed from scratch in Fortran 2003 which led to creating a complete simulation software program named Powertrain Simulator. The results show that for a system with not many details and phase changes, both of the simulation environments offer acceptable performance. However, when the modeling layout is overly complicated, developing the model in a compiled language is a smarter choice.
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1. Introduction

Languages and software programs that can be used to simulate dynamical phenomena abound. MATLAB and Simulink have been very popular choices among engineers and scientists because of their numerous libraries in different areas and their ease of use. In the field of Automotive Engineering, many libraries and toolboxes have been incorporated into Simulink which has made the software even more attractive in this area. Engineers frequently utilize MATLAB and Simulink in hardware-in-the-loop applications for faster implementation of a control program on the real physical system. Simscape Driveline has recently become a popular choice for simulation of vehicle powertrains and there have been other software tools around which were developed specifically for simulating vehicle dynamics performance, from which SIMPACK, Adams, VeDYNA, Siemens PLM Software, CarSim and ASM Vehicle Dynamics are just a few to name. However, as researchers are continuously furthering more modeling concepts and incorporating more details into their simulations, sometimes the software programs might not meet their conditions and mostly they fall back on MATLAB and especially Simulink to develop their models from scratch.

Although MATLAB and specifically Simulink are advertised for their convenience and capabilities to rapidly model any dynamical phenomenon, this convenience comes with some performance penalties. In this regard, there have been comparisons of simulation languages and environments including Simulink in various engineering fields. Giroux et al. [1] did research on the performance of Simulink for an inertial navigation system simulator. Hödlmoser and Kitzler [2] researched into a performance comparison between Simulink and other software in the implementation of fuzzy control of a two tank system. In another study, Lamberský and Vejlupek [3] evaluated the effect of Simulink optimization options on the performance of a DSPIC controller programmed with automatically generated code. Venayagamoorthy [4] compared the simulation times of a power system using Simulink and other software. Roscoe et al. [5] presented a research in which they benchmarked Simulink and studied optimization of the code for power systems control. Cansalar et al. [6] conducted related research in which they compared the simulation time of MATLAB/Simulink and LabVIEW for control applications. Zhang et al. [7] made a good comparison between the execution times of the heated hold-up tank problem in Simulink and in a developed C++ program. In another research work by Wang et al. [8], the relative performance of MATLAB and Simulink implementations of a reaction-diffusion system was compared. There has been another research concerning a comprehensive open source MR algorithm prototyping platform which was developed by Keerthi Sravan Ravi et al. [9] who included a comparison of program execution times with MATLAB. Along with the studies mentioned, there also have been attempts to make MATLAB more versatile by expanding its capabilities. Ivano Azzini et al. [10] developed open-source software that can enhance the program in multi-platform and multi-environment configurations and increase the efficiency and speedup. Luan Thanh Pham et al. [11] created a MATLAB program to improve its operability and suitability for the estimation of 3D geometry of magnetic interfaces. Benoît Barbot et al. [12] presented an implementation to integrate Simulink models into a statistical model checker for hybrid modeling and simulation.
While there have been studies on the simulation performance of MATLAB/Simulink and other languages, a comparison from a performance point of view for highly nonlinear automotive systems is lacking and there is little scientific research to address this issue. This is mainly because modeling automotive systems is often an interdisciplinary approach and involves working in several subfields simultaneously which implies that in case of choosing a language with a smaller amount of abstraction between itself and the machine language, a higher amount of time will be spent on the modeling and validation part, as developing numerical codes from scratch in several fields would be inevitable. As a result of this, researchers have not investigated the potential of using a compiled language and the performance benefits it can bring about.

Although there are situations where Simulink code can be translated to various target languages [13], the current study aims at a direct comparison between the run time performance of the Simulink model and the same model in a compiled language which has been developed independently. Therefore, a comparison between Simulink, which is frequently used by researchers for simulating automotive systems, and Fortran 2003 as a representative of the compiled languages has been performed. The ease of programming in Fortran, providing legacy support for older codes and its superb adaptation to numerical calculation were the main reasons of choosing it over other similar languages like C and C++. MATLAB-like languages like Java and Python were excluded from the comparison as MATLAB is superior in integrity, support and toolboxes to them. Thus, only MATLAB/Simulink and Fortran 2003 were considered for the test.

The comparison has been done in two areas. First, it will be investigated how the two languages perform in simulating phenomena that do not involve phase changes and complicated modeling layouts. This will include testing the longitudinal performance of a vehicle with a conventional powertrain without gearshifting. Second, a thorough simulation will be done which will involve a complete drag-like test in which the car will accelerate from a low speed in the first gear until it reaches a high speed in the overdrive, and the complete procedure of the gearshiftings will be simulated. A real-world model has been utilized for both of the run modes which consists of a highly detailed representation of the conventional powertrain [14].

2. Modeling of the System

The complete system is comprised of the engine, clutch, gearbox and the longitudinal vehicle model, all of which are connected through the transmitting shafts. The full details of modeling of the system have been presented in [14], and in the current paper only the computational flow of the solution is presented.

The computational model of the system has an average of 27 state-state variables. There are some others that are calculated via empirical data, or are extracted from the state values. Based on the state of engagement in the clutch and gearbox, there are 7 modes which completely change the formation of most of the equations, and can divide or merge variables. What is more, the state of the whole system changes if it is in acceleration, deceleration, upshift or a downshift. These together make this model one of the most computationally intensive problems to be solved numerically.

In the following sections, the governing equations for the corresponding subsystem to compute the derivatives of the state variables and other related parameters will be discussed.

2.1 Engine Dynamics

The complete car model utilizes a semi-empirical, mean value engine model to simulate the combustion engine part of the powertrain. The model will include the intake manifold dynamics, fuel injection dynamics and the speed dynamics as presented in Fig. 1. This model precisely relates the torque produced by the engine with the pedal inputs and the surrounding conditions. There are 2 state variables in the engine model as the engine rotational speed and the manifold pressure denoted by \( n \) and \( P_m \).

To compute the derivatives of these state variables, we need to first calculate air-to-fuel ratio or AFR. This value is calculated based on the empirical data from the following equation:

\[
AFR = p_{10} + p_{10} \times n_r + p_{20} \times n_r \times m_j + p_{25} \times m_j^2 + p_{11} \times n_r \times m_j + p_{12} \times m_j^2 + p_{13} \times m_j^3 + \]

\[
p_{21} \times n_r \times m_j^2 + p_{22} \times n_r \times m_j^3 + p_{11} \times m_j^4
\]

where \( p_i \) are empirical parameters and \( m_j \) is the rate of fuel input to the engine. Calculating spark advance is done according to the following:
Fig. 2. The clutch system includes the servovalve, piping and the actuator along with the mechanical parts.

\[ s_{av} = p_{1e} + p_{2e} \times n_s + p_{3e} \times m_f + p_{4e} \times m_f' + p_{5e} \times m_f'' + p_{6e} \times m_f''' + p_{7e} \times n_s \times m_f + p_{8e} \times n_s' \times m_f + p_{9e} \times n_s'' \times m_f + p_{10e} \times n_s''' \times m_f + p_{11e} \times n_s'''' \times m_f + p_{12e} \times n_s''' \times m_f' + p_{13e} \times n_s'' \times m_f' + p_{14e} \times n_s' \times m_f' + p_{15e} \times n_s \times m_f' + p_{16e} \times n_s' \times m_f'' + p_{17e} \times n_s'' \times m_f'' + p_{18e} \times n_s''' \times m_f'' + p_{19e} \times n_s''' \times m_f'''
\]

where, like air-to-fuel ratio, \( p_i \) are different empirical constants. Then, the stepper motor value will be obtained:

\[ \text{Stepper} = p_{1e} + p_{2e} \times n_s + p_{3e} \times P_m + p_{4e} \times n_s^2 + p_{5e} \times n_s \times P_m + p_{6e} \times n_s^2 + p_{7e} \times n_s \times P_m + p_{8e} \times n_s^2 + p_{9e} \times n_s \times P_m + p_{10e} \times n_s^2 + p_{11e} \times n_s \times P_m + p_{12e} \times n_s^2 + p_{13e} \times n_s \times P_m + p_{14e} \times n_s^2 + p_{15e} \times n_s \times P_m + p_{16e} \times n_s^2 + p_{17e} \times n_s \times P_m + p_{18e} \times n_s^2 + p_{19e} \times n_s \times P_m \]

It should be noted that the empirical coefficients i.e., \( p_i \) are different for each variable.

Based on the throttle input \( \theta \), ambient pressure \( P_{\text{amb}} \) and manifold pressure, one can obtain the rate of air mass past the throttle:

\[ m_i = 2 \min \left( \frac{P_m}{P_{\text{amb}} + P_m}, \frac{P_m + P_{\text{amb}}}{P_m} \right) \times (C_1 + C_2 + C_3 + C_4) \times \text{sign}(P_m - P_{\text{amb}}) \]

where \( C_i \) are constants adopted from the semi-empirical model. Now, we can calculate the derivative of manifold pressure and the rate of fuel input to the engine:

\[ \dot{P}_m = K_i \times m_i + K_i \times \text{Stepper} - (A_i + A_2 \times P_m + A_3 \times n_s + A_4 \times P_m^2 + A_5 \times P_m \times n_s + A_6 \times n_s^2) \]

\[ m_i = (A_1 + A_2 \times P_m + A_3 \times n_s + A_4 \times P_m^2 + A_5 \times P_m \times n_s + A_6 \times n_s^2) \times \eta_{\text{me}} + \eta_{\text{m}} \]

where \( K_i, A_i \) are empirical constants and \( \eta_{\text{me}} \) and \( \eta_{\text{m}} \) are the efficiencies related to the engine and manifold structures. Several other parameters are calculated in the routine which are based on the variables discussed so far and have similar equation complexity.

The burned fuel can be computed by:

\[ m_f = K_i \times m_f \times n_s \]

where \( K_i \) is another calculated parameter. Finally, the generated torque by the engine can be computed by:

\[ T_e = D_1 + D_2 \times m_f + D_3 \times AFR + D_4 \times AFR^2 + D_5 \times s_{\text{adv}} + D_6 \times s_{\text{adv}}^2 + D_7 \times n_s + D_8 \times n_s^2 + D_9 \times n_s \times s_{\text{adv}} + D_{10} \times s_{\text{adv}} \times m_f + D_{11} \times s_{\text{adv}}^2 \times m_f + D_{12} \times m_f \times B_1 + B_2 \times m_f + B_3 \times m_f^2 + B_4 \times m_f^3 \]

where \( D_i, B_i \) are constants derived from experiments.

The derivative equation of the other state variable of the engine i.e., the engine speed will be discussed in the next sections where the coupling of the engine with the clutch is discussed.

This set of equations presents a system of differential algebraic equations. In fact, every subsystem of the model is a set of DAE and no analytical solution is present.

2.2 Clutch Dynamics

The clutch part of the model introduces the most nonlinearity to the model. It includes the subsystems of the servovalve, pipeline, the actuator and the torque-transmitting characteristics. Figure 2 shows the schematic drawing of the clutch system.

One of the main characteristics of a clutch is how the force is transmitted through the Belville springs. They introduce nonlinearity and hysteresis based on the direction of motion. The computation of the generated force is done through two polynomials whose coefficients denoted by \( k_i \) are obtained through empirical data, and the force is calculated based on the pressure of the actuator, position and velocity of the release bearing to check which polynomial should be used. The general representation of this force is as follows:

\[ f_{av}(x_1, v_1, P_m) = \sum_i k_i x_1^{i-1} \]
and is another calculated parameter, is a polynomial representing the cross-sectional orifice area of the servovalve based on the plunger position and

\[ f_{m}(x_{c2}) = \sum \frac{k}{x_{c2}} \]

which is a function of clutch plate position \( x_{c2} \). Considering above, based on whether clutch actuation is needed for gearshifting or not, the following set of state equations depict the clutch system and its hydraulic actuator:

\[
\begin{align*}
\dot{x}_{c1} &= v_{c1} \\
\dot{v}_{c1} &= -\frac{b_{1} \times v_{c1} - f_{m} + A_{c} \times p_{c2}}{m_{c1}} \\
\dot{x}_{c2} &= v_{c2} \\
\dot{v}_{c2} &= -\frac{b_{2} \times v_{c2} + c_{c} \times f_{c2} - f_{m}}{m_{c2}}
\end{align*}
\]

where \( b_{1} \) and \( b_{2} \) are the damping coefficients of the release bearing and the clutch plate respectively, and their masses are denoted by \( m_{c1} \) and \( m_{c2} \). \( A_{c} \) is the cross-sectional area of the actuator where pressure \( p_{c2} \) is present, and \( c_{c} \) is the coupling ratio of the Bellville springs. The governing equations of the pipeline system are represented by:

\[
\begin{align*}
q_{iz} &= K_{i} \times p_{iz} + K_{b} \times q_{iz} + K_{i} \times p_{iz} + K_{c} \times q_{iz} \\
p_{iz} &= K_{i} \times (q_{iz} - q_{iz}) \\
\dot{p}_{iz} &= \frac{K_{i}(q_{iz} - A_{c} \times v_{i})}{K_{r} + A_{c} \times x_{c1}}
\end{align*}
\]

where \( K_{i} (i = 1, 7) \) are parameters calculated from the physical characteristics of the pipe and the oil used, and \( q_{iz} \) is the upstream (servovalve) flow. In the same way, \( p_{iz} \) denotes the upstream (servovalve) pressure in the piping. The upstream flow is calculated by:

\[
q_{iz} = K_{a} \times \text{sign}(p_{iz} - p_{i}) \times \sqrt{p_{iz} - p_{i}} \times \sum A_{c}(j) \times x_{c2}^{-1}
\]

where \( K_{a} \) is another calculated parameter, \( p_{i} \) is the reservoir pressure of the clutch servovalve, \( x_{c2} \) is the clutch servovalve plunger position and \( A_{c} \) is a polynomial representing the cross-sectional orifice area of the servovalve based on the plunger movement. The calculation of upstream flow is done based on the position of its plunger as the filling and dumping orifice areas are different, and there is a dead band as well.

The clutch servovalve movements are modeled by:

\[
\begin{align*}
\dot{x}_{c2} &= v_{c2} \\
\dot{v}_{c2} &= -\frac{F_{c2} - k_{c2} \times x_{c2} - b_{c2} \times v_{c2} + k_{f2} \times i_{c2} \times (1 - e^{-t/\tau_{c2}}) + C \times [p_{iz} - p_{i}] \times \sum A_{c}(j) \times x_{c2}^{-1}}{m_{c2}}
\end{align*}
\]

where \( m_{c2}, v_{c2} \) denote the clutch servovalve mass and velocity, \( k_{c2}, b_{c2} \) are the servovalve plunger spring stiffness and damping coefficients, \( k_{f2}, \tau_{c2} \) are electromagnetic constants, \( i_{c2} \) is the input current to the servovalve and \( C \) is a calculated parameter.

The governing equations for the rotational movement of the clutch system will be discussed later along with the connecting shafts modeling.

### 2.2 Gearbox Dynamics

The gearbox is a typical multi-speed transmission which incorporates synchronizers. The gearbox itself acts as a separate subsystem when the whole powertrain is working. Whenever a gearshift is intended, it changes the gear ratio by moving the synchronizers. The joint with the other subsystems is the synchronizer dynamics which relate the torque flowing through the system to the force acting on the synchronizers for changing the gears. Whenever the torque to the force ratio crosses specific values, the gearbox does the action of disengagement from the current gear or synchronization to the next intended gear.

In a manual transmission, the mechanical force which is applied by the driver’s hand moves the synchronizers, while in a fully automated transmission the force is applied by an electrohydraulic actuator similar to the clutch one. As presented in Fig. 3, in a fully automated gearbox two distinct electrohydraulic actuators move the fork between the two adjacent gears. The governing equations for the gearbox actuators are similar to the clutch ones, and the actuators only work to move the fork from one end to the other and vice versa. Because of this, substituting the generated force with a mean equivalent value can also be used to produce accurate results as the intention of the system is to move the gearbox collar to engage and disengage gears without feedback.
2.2 Transmission Shafts Dynamics

The whole powertrain and the car model are connected via the transmitting shafts. The modeling includes the gearbox input and output shafts, the longitudinal model of the tire and the interaction with the road. The existing elasticity and damping in the shafts have been taken into account and an advanced model of the tire suited for longitudinal performance has been utilized to correctly simulate the slip phenomenon. Modeling of both the driving wheel (front wheel) and the driven one (rear wheel) has been included.

If we consider $\omega_c$, $\omega_e$ the angular velocities of the engine and the clutch, and in the same way $\omega_{g1}, \omega_{g2}$ denote the input and output gearbox shaft speeds, we can construct the driving equations of the connecting shafts along with the engine speed as follows:

$$
\begin{align*}
\dot{\theta}_c &= \omega_{g2} - \omega_{g1} \\
\dot{\theta}_w &= \omega_{g2} - \omega_w \\
\dot{n}_1 &= \frac{T_c - T_f}{J_{g1}} \\
\omega_{g1} &= \frac{k_g \times \theta_g + b_g \times (\omega_{g2} - \omega_{g1}) - b_e \times \omega_{g1} - k_e \times f_f}{J_{g1}} \\
\omega_{g2} &= \frac{b_s \times \omega_{g1} + k_s \times f_f - k_w \times \theta_w - b_w \times (\omega_{g2} - \omega_w)}{J_{g2}}
\end{align*}
$$

where $\theta_c$, $\theta_w$ are the angular torsion in the primary and secondary gearbox shafts, $\omega_w$ is the wheel speed, $J_{g1}$ is the equivalent clutch inertia on the release bearing side, $J_{g2}$ is the same inertia but on the clutch plate side, $k_g$, $b_g$ are the rotational stiffness and damping in the primary gearbox shaft, $k_w$, $b_w$ are the same parameters for the secondary shaft, $J_{g1}$, $J_{g2}$ are the primary and secondary equivalent inertias, $b_s$ is the rotational damping coefficient in the primary shaft support, $f_f$ is the forced applied to the gearbox fork for engagement and disengagement, and $k_f$ is the relating parameter to the torque flow. The clutch torque is calculated through the following equation based on the angular velocity difference between the clutch and the engine denoted by $\omega_{rel}$ and its state of engagement:

$$
T_c(\omega_{rel}, n_c) = 2 \times r_m \times n_c \times \sum_j (r_m \omega_{rel})^{j-1} \times \mu_j (j)
$$

where $n_c$ is the clamp load in the clutch, $r_m$ is the mean radius of the clutch plate and $\mu_j$ is a polynomial defining the friction coefficients based on the relative angular velocity and the stiction or slip mode of the system.

2.2 Vehicle Governing Equations

The half vehicle model consists of pitch motion, bounce motion and the longitudinal movement of the vehicle. Furthermore, the vertical movement of the front and rear axles has been modeled. The selected degrees of freedom which are shown in Fig. 4 are enough to simulate the longitudinal performance of the vehicle.

The governing equations are computationally calculated by:
\[ \dot{\omega}_w = f_{\theta} \times \left( k_{\phi} \times \theta_{\phi} + h_{\phi} \times (\omega_{\phi} - \omega_w) \right) - T_s - \tau_w \times F_r \]

\[
\dot{X}_x = V_x
dot{V}_x = \frac{2F_{V}}{M} \\
Z = Z_v \\
\dot{\Theta} = \Theta_v
\]

\[ \dot{Z}_v = 2 \times k_v \times (-Z + l \times \Theta) + c_v \times (-Z_v + l \times \Theta_v) - k_p \times (Z + l \times \Theta) - c_p \times (Z_v + l \times \Theta_v) \]

\[ \dot{\Theta}_v = 2 \times \frac{-k_v \times l \times (Z + l \times \Theta) - c_v \times l \times (Z_v + l \times \Theta_v) - k_p \times l \times (-Z + l \times \Theta) - c_p \times l \times (-Z_v + l \times \Theta_v) + F_v \times h_v}{I_{yy}} \]

\[ \omega_w = \frac{-T_s - \tau_w \times F_r}{I_w} \]

where \( \omega_w, \omega_{\phi} \) are the rotational speeds of the driving and driven wheels (here the front and rear wheels), \( f_{\theta} \) is the final drive ratio, \( T_s \) is the brake torque applied to the wheel, \( \tau_w \) denotes the wheel radius, \( I_w \) is the wheel inertia, \( X_v, V_x \) are the distance travelled and the speed of vehicle, \( M \) is total mass of the vehicle, \( Z, \Theta \) represent bounce and pitch motions and \( Z_v, \Theta_v \) denote their rate, \( k_v, k_p \) are the front and rear suspension stiffness, and in the same way \( c_v, c_p \) denote the front and rear suspension damping, \( l, l_v \) show the distance of vehicle center of gravity to the front and rear axles, and \( h_v \) is the height of center of gravity. Finally, \( I_{yy} \) is the total rotational inertia of the vehicle at the center of gravity.

The traction forces on the front and rear wheels i.e., \( F_{fr} \) and \( F_{rr} \), are calculated by:

\[ F_{fr} = M \times g \times l \times \cos(\phi) \]

\[ F_{fr} = \frac{M \times g \times l \times \cos(\phi)}{2(l + l_v)} + k_v \times (-Z + l \times \Theta) + c_v \times (-Z_v + l \times \Theta_v) \]

\[ F_{rr} = \frac{M \times g \times l \times \cos(\phi)}{2(l + l_v)} - k_p \times (Z + l \times \Theta) - c_p \times (Z_v + l \times \Theta_v) \]

\[ \kappa_f = \frac{\tau_w \times \omega_w - V_x}{V_x} \]

\[ \kappa_r = \frac{\tau_w \times \omega_w - V_x}{V_x} \]

\[ F_f = F_{fr} \times D \times \tan^{-1} \left( \frac{C \times \kappa_f - E \times \kappa_r - \tan^{-1}(B \times \kappa_r)}{B \times \kappa_f} \right) \]

\[ F_r = F_{rr} \times D \times \tan^{-1} \left( \frac{C \times \kappa_r - E \times \kappa_f - \tan^{-1}(B \times \kappa_f)}{B \times \kappa_r} \right) \]

In this set of equations \( g \) is the gravitational constant, \( \phi \) is the road angle, \( \kappa_f, \kappa_r \) are the longitudinal slip values for the front and rear wheels, and the set of \( D, B, C \) are parameters that define the type of road the vehicle moves on. Having calculated the front and rear traction forces, one can obtain the total traction that drives the vehicle forward and is computed by:

\[ F = F_f + F_r - K_{dr} \times (F_{fr} + F_{rr}) - \frac{M}{2} \times g \times \sin(\phi) - C_{drag} \times A_{\phi} \times V_x^2 \]

where \( K_{dr} \) is a coefficient related to rolling resistance, \( C_{drag} \) is the aerodynamic drag constant and \( A_{\phi} \) will be the frontal vehicle area.

3. Numerical Simulation

In order to correctly compare the two simulation environments, first, the complete dynamical model of the powertrain and the vehicle was designed in Simulink as it had already been done in [14]. Since the equations of the system change whenever there is a gearshifting or mode of movement, the system in the different states was considered and Stateflow was utilized to model the combinatorial and sequential decision logic. The model was simplified as much as possible to better its performance [15], [16] and accelerator mode was chosen in all of the simulations. Moreover, the software was instructed to compile the code for the specific hardware used. To enhance the figure of the comparison, the simulation was performed on an older Intel® Core™ i3-380M Processor (3M Cache, 2.53 GHz). MATLAB version 2014a was chosen to do the task and Gentoo Linux 64bit was used as the underlying operating system for running the programs. To minimize any discrepancy between the results of the two programs, the solver ode45 was used in Simulink and a value of 1.e-5 was set as the maximum relative error while the maximum stepsize was defined as 0.1. Furthermore, zero crossing detection was disabled throughout the program. The solver chosen had no difficulty simulating the system and while producing accurate results, it was the fastest possible solver, too.
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On the other hand, a software program which was named Powertrain Simulator was developed in Fortran 2003 from scratch that implemented the same model but in Fortran language. The equations were formed in the state-space representation and a fifth-order Runge–Kutta method using the Cash-Karp implementation as the adaptive stepsize algorithm [17] was utilized to solve the set of the ordinary differential equations (ODE). Considering the high level of details and phase changes that create a dynamic set of equations which need to be checked in a real-time manner, no pre-written codes or numerical library were used in the program as the modeling and the simulation type stipulated that the solver needs to be developed from scratch. The high-precision nature of modeling creates many variables in huge arrays and because of that, modern features of Fortran 2003 had to be deployed to store the variables and the intermediate results in linked lists and return the results of subroutines in allocatable arrays and derived types, thereby making it possible to code more efficiently and less complicatedly. These features are not present in an existing numerical library where the programmer is able to change the ODE system on-the-fly or allocate memory just as needed, since the existing solutions do not support advanced features of Fortran 2003.

In order to visualize the results, a plotter was also built into the program which was based on Gnuplot v5 [18] to produce high quality figures as part of the software core. Moreover, using the high level interoperability of Fortran 2003 with C, the program was wrapped in a Graphical User Interface (GUI) built in GTK3 toolkit using GTK-Fortran software [19] and all of the needed event signals and handlers were added to the GUI layer for easy interaction with the core program. An illustration of the program in GUI has been presented in Fig. 5 and Fig. 6. As well as being capable of plotting 40 variables and results in different conditions, the software core can give exact details and timing of each gearshifting performed (see Fig. 6). The results of the Fortran program was checked for verification against those of the Simulink which had already been validated in [14].

The comparison of the simulation environments was done in two run modes. The first run included simulation of the vehicle when the system does not alter its continuity i.e., there will be no clutch actuations or gearbox handling. The simulation starts from a specific speed and continues in the same gear until a certain vehicle speed is reached. The second mode includes a complete drag run. The vehicle starts from a low speed and accelerates toward a high speed. Whenever the engine crosses a specific RPM, an upshift will be triggered and the system will go through all of the procedures and phase changes that will ensue. The simulation will be completely integrated i.e., the subsystems will run with full interaction with each other and unlike most of the other simulations carried out in this area where gearshifting becomes out of scope for whole test runs, it will not be apart from the main run. The concept of this simulation and the involved phase changes have been depicted in Fig. 7.
4. Results and Discussion

4.1 Execution Time

Simulink Profile Report was used to correctly measure the time spent running and the Fortran program utilized a special subroutine to measure the real time spent for the simulation. To achieve better accuracy in estimation of simulation time, the tests were performed 5 times in each environment and the average time was then calculated. It should be noted that because the model was parameterized in both programs, there was no need to compile the Simulink or the Fortran code for every run; thus, the compilation time has been omitted from the time calculations.
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First, the comparison was done for the first simulation mode. In this mode, the car started with the 4th gear with an engine speed set to 2500 rpm and by setting the throttle to 60 degrees, car accelerated to reach 90 km/h on a road with a grade of 10 degrees. Figure 8 shows the simulated vehicle speed for this run. In this simulation, the Fortran program produced around 14000 nodes for the solution of each state variable.

Figure 9 illustrates the time spent in Simulink and in Fortran program for the first test mode. The Fortran program finished the simulation in just 0.07 seconds while it took Simulink 6.81 seconds to complete the simulation. It shows that both of the simulation programs had little difficulty to finish the run in short time, however, relatively speaking, the Fortran program was very much more efficient and finished much sooner.

For the second run, Fig. 10 shows the simulated vehicle speed where the drag test was performed on a flat road. While the engine speed was at 900 rpm and the first gear was engaged, the acceleration commenced by opening the throttle valve to 75 degrees and the car kept moving until it reached 160 km/h when the simulation ended. Whenever the engine speed crossed 5500 rpm, an upshift was initiated which underwent the procedures of releasing the accelerator pedal, signaling the clutch to open, commanding the gearbox to disengage from the current gear and synchronize to the next gear and, finally, engage the clutch as depicted in Fig. 7. As it can be seen in Fig. 10, 4 gearshiftings occurred in this simulation. The Fortran program, Powertrain Simulator, produced a grid of solution with around 450000 points for each variable in this simulation.

The execution times of the programs for the second run have been presented in Fig. 11. The Simulink program finished the run in 315 seconds while it took Powertrain Simulator only 2.36 seconds to finish the whole simulation. Comparing the run times between Simulink and Fortran, the big advantage of using a compiled language becomes crystal clear.

The speed increase of more than 133-fold in switching from Simulink to Fortran for the second run is significant and this speed increase results from several factors. The first reason is the way Simulink implements the conditions through Stateflow. In the Fortran program, the phase changes are modeled in simple If-Else blocks while in Simulink they are implemented via Stateflow machines where the introduction of Stateflow charts has caused some overhead in the final code execution. Another factor is that the model in the second run includes differential algebraic equations and algebraic loops which make the solution more intensive by mandating the programmer to use memory blocks in specific subsystems of the Simulink model. The Fortran program does this automatically through the default “Do loop,” thereby providing a smoother solution flow. Moreover, inclusion of more MATLAB functions in the second run led to lowering the Simulink performance as the numerous inevitable external calls to MATLAB functions disrupted the computational flow and slowed down the Simulink program.

4.2 Work Hour Performance

In order to consider the cost of developing the programs, the authors recorded the total number of hours needed to build and develop each of the simulation programs. For Simulink, the time spent in hours to develop the model from scratch including writing the needed MATLAB functions, drawing Stateflow charts and layout designing with any debugging done was recorded. For the Fortran program, the same procedure was followed to identify the time needed to code the main program and its functions and subroutines plus the ODE solver and any effort made to debug the program. It should be mentioned that the work hours only include the core software and the time for developing the GUI has been excluded from the calculations. The core software includes all the capabilities for solving, extracting data and plotting. Furthermore, it already provides an interactive text mode interface by which it reads and writes the inputs and outputs and creates plots. In fact, everything that the GUI can achieve was already implemented in the core program and as an add-on module it only serves as an ornamental layer.
To measure the actual productivity of each program, the concept of work hour performance has been introduced here. The work hour performance for the development of a program is defined by multiplying the work hours by the execution time in seconds. Therefore, the productivity of a program can be estimated by how many work-hour seconds it takes to complete. 1 work-hour second corresponds to developing a program within one hour which takes 1 second to run for one time of execution. In this regard, the execution times have been rounded down to the nearest integer more than or equal to the real time. Following this approach is because the human’s perception of 1 millisecond and 1 second in execution time does not differ vastly, so the base unit of time should not be lower than a second. Therefore, in this way, the productivity of each program for each run mode was obtained. It should be noted that the more efficient the program is, the lower the value of work hour seconds would be which indicates that the productivity of the program would be higher.

Figure 12 shows the estimated time spent in creating the simulation programs in hours for the two run modes. For the first run, the Fortran program took the authors roughly 150 hours while the Simulink one only took 26 hours. For the second run mode there was a 4-fold increase in the time for completing the Simulink program which went up from 26 hours to 115 hours. For the Fortran code, completing the program for the second run mode took the authors almost 230 hours.

Figure 13 shows the work hour performance of developing the programs. For the first run, the work hour performance for the Fortran program is 150 work-hour seconds while that of the Simulink becomes 182. It should be noted that because of rounding down the execution times for both of the programs, a value of 1 second was considered for the Fortran program and the run time of the Simulink program was changed to 7 seconds.

In the second test mode, following the rule for calculating the work hour performance, the value for the Fortran program is 690 work-hour seconds, while that of the Simulink program turns out to be much higher at 36225 work-hour seconds.

From the results of the first test mode it can be concluded that for designing a system which does not involve phase changes and complicated layouts, the productivity values of both of Simulink and the compiled language are comparable, with the Fortran one being relatively higher. In the Fortran program, its run-time performance has been overshadowed by its development costs as one has to create many codes from scratch for the basics and the initial amount of coding does not depend on the complexity of the model. On the other hand, in the Simulink model rapid development of the first test model has compensated for its lower performance.

For the second run mode, the productivity of the Fortran program is much higher than the Simulink counterpart. It was predicted that due to much higher performance of the Fortran code, its work hour performance value would be lower i.e., it would achieve higher productivity. However, the increased work hours spent on the Simulink program for the second mode has contributed to widening the gap, too.

There are factors that have caused completing the Simulink program for the second run to take longer. The main reason is the increased complexity of the program layout which led to spending more time sketching the design as there were numerous subsystems with initial conditions acquired from the others and more enabled and triggered subsystems to maintain. It should be noted that the increased time spent on developing the Fortran program was mainly because of debugging it, and amending the code for the second run itself took less time than Simulink. Moreover, Simulink stipulates a new subsystem for every phase and the conflict between different subsystems must be avoided by enabling the desired one and disabling the others. In contrast, Fortran can solve the problem while the number of equations is fixed to the maximum number of stat-space variables and whenever there is a phase change, the variables can be merged and the set of ODEs continues to be solved. Another reason is introducing conditional branch execution through Stateflow diagrams. A simple if-else-if block in Fortran is translated to a Stateflow diagram, the layout and the trigger signals of which have to be sketched and taken care of. Therefore, the final complexity of the code in Simulink has become higher which led to spending more time on the modeling.
5. Conclusion

Simulink is undoubtedly a great tool for simulating the behavior of dynamical systems especially if the model can exploit its component libraries. Moreover, it can be used for developing models from scratch where the existing modules and components cannot be utilized due to increased complexity of the model and inclusion of more details. In this regard, one should consider the performance of the final program and the work hours spent developing the model. For simulating systems that do not include phase changes and do not need complicated layouts for sketching, Simulink offers good run-time speed and convenience that is unmatched. The time spent modeling these types of systems is less than that of developing the same model in a compiled language. Furthermore, the Simulink program offers an acceptable work hour performance value comparable to that of the compiled language. Conversely, as more details are incorporated into the model, not only the time spent on developing the model itself is nonlinearly increased, but also the final program would suffer from performance slowdowns. This is when a compiled language, especially Fortran as the front-runner in scientific computing, can vastly improve the performance. When it comes to simulating real-world models which are highly detailed and include phase changes in their states, Fortran is able to increase the performance to an unprecedented level. The time spent modeling the system in the compiled language does not considerably differ from the time spent developing a model in Simulink and, furthermore, the final work hour performance value of the Fortran program becomes much lower than the Simulink program which argues the superior productivity of a compiled language for highly nonlinear dynamical systems. Thus, it is reasonable that a compiled language should be considered for modeling and simulating these system types. Especially, if the program has to be repeated for further investigation e.g., designing an optimized controller, a compiled language should be the primary modeling environment as the Simulink program would lead to diminishing results.
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